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Abstract
Consider a contaminated polygon P with the goal of decontaminating P by sweeping it with
barrier curves, where the contaminant spreads instantly along all paths not blocked by a barrier.
The maximum length of curves in a sweep needed to decontaminate P is defined as its sweepwidth.
This problem was introduced Karaivanov et. al (2014) [8] who also proved that computing the
sweepwidth of even simple, orthogonal polygons is NP-hard. Therefore, we propose a polynomial
time O(log n)-approximation algorithm for the sweepwidth of n-vertex polygons with holes. We
accomplish this by rasterizing the polygon into a grid which allows a reduction to the well known
node search problem on graphs. In order to obtain a polynomially sized rasterization, we first
apply a compression technique to the polygon.

1 Introduction

Karaivanov et al. [8] introduced the problem of decontaminating an initially contaminated
planar region by sweeping it with moving barriers in the form of curves while the contaminant
instantly spreads along any path that is not blocked by a barrier. It can be seen as an
extension of the node search problem introduced by Kirousis and Papadimitriou [9] where a
graph has to be decontaminated with as few searchers (or pebbles) as possible. Next, we will
formally define these problems.

Sweepwidth [8]. Let P be a closed n-vertex polygon with holes and no intersecting edges.
P ⊂ R2 shall also denote the set of points on the polygon including its boundary. Every point
of P is either contaminated or decontaminated. We sweep P using a set of moving barriers
b : [0, 1]→ 2P , where the barriers at any time t ∈ [0, 1] consist of the points b(t). All points
in b(t) become decontaminated. Initially, all points of P (except b(0)) are contaminated.
A decontaminated point q becomes recontaminated at time t if there exists a path from a
contaminated point p to q not intersecting b(t). We say b decontaminates P if all points in
P are decontaminated at time 1 (see [8] for a more formal definition). We restrict barriers
to piecewise continuously differentiable barrier curves with a finite number of pieces and
barriers. This allows us to describe a sweep by a function b : [0, 1]2 → P such that b(s, t) is
piecewise continuous in both curve parameter s and time t, and for any t, b(·, t), is piecewise
continuously differentiable. The function s 7→ b(s, t) describes the barriers at time t. We
measure the total length of barriers at time t as the sum of the arc lengths of all pieces of
b(·, t). The bottleneck length of b is defined as the supremum over time of the sum of the
lengths of barriers in b(·, t). An exemplary sweep is depicted in Fig. 1. We refer to the
minimum bottleneck length of all decontamination sweeps of P as sweepwidth of P , denoted
sw(P ). Karaivanov et al. show that each decontamination sweep can be transformed into
a canonical sweep without increasing its bottleneck length, i. e., a sweep where all barriers
consist of one or two straight line segments connecting two points on the boundary of P .
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Figure 1 Incomplete sweep of a polygon with holes. The contaminated area is depicted as light
gray, barriers as dark lines.

Node search [9]. Let G = (V, E) be an undirected graph. All edges e ∈ E are initially
considered contaminated. To decontaminate G, we can place and remove searchers on
nodes. We refer to this sequence of moves as node-search strategy. Nodes with a searcher are
considered guarded. An edge e = (v, w) ∈ E is decontaminated if v and w are guarded. e is
recontaminated if there exists a path W of unguarded nodes from u or v to a node incident
to a contaminated edge. Let the node-search number of G, ns(G), be the minimum number
of searchers needed to decontaminate all edges of G.

Related Work. For the polygon decontamination problem defined above, Karaivanov et al.
[8] construct optimal sweeps for rather simple classes of polygons and prove that computing
sweepwidth is NP-hard for simple, orthogonal polygons. To the best of our knowledge, no
approximation algorithms for the sweepwidth of general polygons are known. That problem
is generalized by Markov et al. [12] to the directed sweepwidth where barriers must start and
end on predefined parts of the boundary. They also give a rather involved lower bound for
the sweepwidth based on the sweepwidth of three non-intersecting subshapes. Various other
search problems for polygons have been analyzed in literature, including observing the entire
polygon (art gallery problem) [13], or agents having to catch [10] or spot [1] an intruder.
Another related problem is sweeping terrains with aerial vehicles [3]. If restricted to a single
curve and simple polygons, sweepwidth is equivalent to the elastic ring-width [14], solved in
time O(n2 log n) [6]. Hence, ring-width constitutes an upper bound on sweepwidth. However,
that bound can be arbitrarily bad, e. g., for an arbitrarily narrow T-shaped polygon.

Regarding different search problems on graphs, we refer the reader to the survey [4].

Our Contribution. We develop a polynomial time O(log n)-approximation algorithm for
the sweepwidth of n-vertex polygons with holes. We do this by rasterizing the polygon as a
grid graph and computing its node-search number. It will follow that O(1)-approximation of
sweepwidth is at most as hard as O(1)-approximation of the node-search number.

2 Algorithm

We will construct a sweep of P with a bottleneck length of O(log n · sw(P )) by rasterizing P

using hexagonal cells (each cell is a closed set). Their adjacency graph GP is an induced sub-
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graph of the infinite triangular lattice graph 1. First, we will argue sw(P ) = Θ(ns(GP )) (using
an appropriate scale). Afterwards, we describe a compression technique to construct a polygon
P ′ with sw(P ) = Θ(sw(P ′)) and polynomially sized GP ′ . We can compute an O(log n)-
approximation of ns(GP ′) in polynomial time, also yielding an O(log n)-approximation of
sw(P ).

2.1 Rasterization
Cell size. Let RP be the diameter of the largest inscribed circle in P . We define the size
of cells, i. e., the length of edges in the lattice, as rP := RP /n. As sw(P ) ≥ RP [8], we can
guard O(n) cells throughout the entire sweep using curves of length O(sw(P )). To compute
RP , we construct the Voronoi diagram of the edges of P in time O(n log n) with Fortune’s
algorithm [5]. One of the Voronoi nodes must be the center of the largest inscribed circle.

Cell categories. We can now describe the rasterization process. There are different types
of cells that will need to be treated differently by the algorithm. To that end, we introduce
categories for cells intersecting P . Each cell not completely outside P belongs to exactly one
of the following categories:
(a) Blocked cell: cell that either contains a vertex of P , or is completely inside P and is

adjacent to two cells on opposing sides that are both intersected by at least one edge
(dark gray in Fig. 2).

(b) Full cell: cell fully inside P that is not a blocked cell (white).
(c) Empty cell: any other cell (light gray).
All cells between the outermost blocked cells belonging to the same edge pair that do not
contain a vertex shall be redefined as empty cells (see striped cells in Fig. 3).

If m cells intersect P , then we can easily compute the categories in time polynomial in
m. Let GP be the graph induced by full cells. We will argue that there are O(n) blocked
cells and that placing barriers around them separates cells belonging to different connected
components of GP .

I Lemma 1. There are O(n) blocked cells.

I Theorem 2. It holds that sw(P ) = Θ(ns(GP ) · rP ).

Proof sketch. In order to prove sw(P ) = O(ns(GP ) · rP ), we construct a sweep by first
placing barriers at a distance of two around all blocked cells and decontaminate the inside
of these barriers. One can show that this separates cells belonging to different connected
components of GP . Hence, we can decontaminate the resulting regions of P separately.
Regions without full cells can easily be decontaminated with a curve of length O(rP ). For
each component of GP , consider an optimal node-search strategy. Whenever a searcher is on
a node of GP , we place barriers at a distance of 2 around the corresponding cell. This can
be shown to decontaminate regions of full cells including adjacent empty cells.

GP has a connected component C such that ns(GP ) = ns(C) = Ω(n), as separate
connected components can be decontaminated one after another. ns(C) = Ω(n) follows from
the fact that it takes Ω(n) searchers to decontaminate an Ω(n)× Ω(n) parallelogram of cells,
which is contained in the largest inscribed circle. Let PC ⊂ P be the polygon of cells in C. It
is straightforward to prove sw(PC) = Θ(ns(PC) · rP ). sw(P ) = Ω(ns(GP ) · rP ) follows. J

1 We use hexagonal cells since then GP is planar, which would not be the case for square cells due to
diagonal adjacencies.
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Figure 2 Polygon rasterized into a hexagonal grid. Blocked cells are depicted dark gray, empty
cells light gray, and full cells white.

Figure 3 Cells between outermost blocked cells of an edge pair are redefined as empty (marked
with dots).

Since GP is planar, we can compute an O(1)-approximation of its treewidth tw(GP ) in time
O(m log4 m) [7] if GP has m nodes. As ns(GP ) = Ω(tw(GP )) and ns(GP ) = O(tw(GP ) log m)
[2], we have an O(log m)-approximation for ns(GP ).

2.2 Polygon Compression
GP may still contain arbitrarily many cells if P contains long, narrow sections. Thus, we
will compress intervals along the x- and y-axes such that the resulting polygon P ′ can be
rasterized using a polynomial number of cells. In the following, we will describe how to
compress an interval along the x-axis where P has no vertices. We only consider maximal
such intervals with a length greater than (n + 6)RP and compress them down to that length,
thereby bounding the distance between vertices. Compressed intervals will not overlap.

Let I ′ := [x′0, x′1] ⊂ R, x′1 − x′0 > (n + 6)RP be maximal such that no vertices of P have
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Figure 4 Blocked cells between two polygon edges.

their x-coordinate inside I ′. That interval will look like the top of Fig. 5, i. e., there are k

pairs of subsegments of edges, bordering part of the polygon. For each pair, we compute
their minimum distances d1, . . . , dk which are bounded by RP and the distance of the two
points of the intersection of the edge with the line x = x0 or x = x1. Then, we cut out
I := [x0, x1] := [x′0 + 2RP , x′1 − 2RP ], and replace that part as illustrated at the bottom
of Fig. 5. More specifically, each pair of edges is replaced by a rectilinear path of width
di from left to right, beginning with the lowest edge. The opening between the edges is
constricted to di on both sides. For each pair of edges i, let yi (y′i) be the y-coordinate of the
intersection of the lower edge with the left (right) boundary of I. W.l.o.g., we may assume
yi ≤ y′i. We then replace the lower edge by a path constructed as follows. Begin in (x0, yi)
and move right until either reaching x1 (see d1 in Fig. 5) or an edge of pair i− 1 (see d3).
We can clearly move right until at least x1 −

∑i−1
j=1 di ≥ x1 − n ·RP . Then we move straight

up to y′i and continue to (x1, y′i). Since x1 − x0 ≥ (n + 2) · RP , we move a distance of at
least RP right before moving up. The upper edge is replaced analogously such that that the
distance between parallel segments is di. There will be an interval I ′′ with a size of at least
x1 − x0 − (n + 1) ·Rp ≥ RP inside I where all edges are parallel to the x-axis. We compress
I ′′ to a length of RP . We obtain a polygon P ′ in polynomial time by performing the above
steps on P both in x- and y-direction.

I Lemma 3. P ′ has O(n4) vertices and intersects a polynomial number of cells of size
rP ′ = O(RP /n4).

Consequently, the size of GP ′ is polynomial in n. What remains to show is that the
compression steps did not change sweepwidth by much.

I Lemma 4. Let P̃ be the result of compressing P along one axis. Then sw(P̃ ) = Θ(sw(P )).

Proof sketch. Given a canonical decontamination sweep of P , we construct a decontamina-
tion sweep b of P which does not maintain barriers inside each interval Î := [x0−RP , x1 +RP ],
where x0, x1 are defined as above. Instead, b only uses barriers inside Î for sweeping the
region between edge pairs and subsequently places barriers just outside Î to block off that
region if necessary. We can show that this construction increases bottleneck length by at
most a constant factor. Next, we construct a sweep b̃ of P̃ from b, where b and b̃ have the
same barriers outside compressed regions and sweep corresponding compressed regions at
the same time. This allows us to show sw(P̃ ) = O(sw(P )). sw(P ) = O(sw(P̃ )) follows
analogously. J

The above lemmas directly imply the final theorem.
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Figure 5 Illustration of polygon compression. d1, d2, d3 are the minimum distance between their
respective lines. The area inside P is depicted gray.

I Theorem 5. There exists a polynomial time O(log n)-approximation algorithm for com-
puting sw(P ).

The exact computation of ns(GP ) is in NP [11], which implies the following corollary.

I Corollary 6. O(1)-approximation of the sweepwidth of is in NP.

I Remark. If P is simple, it can be shown that sw(P ) = O(RP log n), which immediately
gives an O(log n)-approximation.
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3 Conclusion

We constructed a polynomial time approximation algorithm for the relatively novel problem
of computing a polygon’s sweepwidth. Our proofs imply explicit constructions of sweeps.
However, the runtime can be considered prohibitively bad. Improving approximation factors
and runtime, potentially also for simple polygons, might therefore be interesting future work.

Acknowledgments. I thank Christian Scheideler and Kristian Hinnenthal for their help
and advice.
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